[**BST拓展与伸展树(splay)一日通**](http://www.artofproblemsolving.com/Forum/blog.php?u=30934&b=13018&)
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　　BST 是 OI 中一个常用的数据结构，主要支持的操作是动态维护一个有序表，从而支持字典，前驱，后继，中序遍历，优先队列等等多种操作。如果在域中维护了子树的 size，还可以支持查找第 k 大的数，询问名次等等附加功能。伸展树（Sleator and Tarjan, 1985）是 BST 的一个变种，可以自调整以维护平衡，并支持根据需要随时把任意节点旋转到根（称为 splay 操作），从而很好的支持了分裂合并等操作，从某种意义上（详见下文）也简化了思维和编程的复杂度。由于 splay 操作的迅速而优美，伸展树不仅可以维护有序表，还可以放弃关键字的有序性，像块状链表一样维护一个一般的序列（这是一般的 BST 甚至其他平衡二叉树难于做到的），支持块状链表的大多数方法，并拥有更低的理论复杂度和实际代码量。另外，splay 是唯一支持稳定排序的平衡二叉树，可以妥善处理关键字相同的元素（按照插入顺序有序），在输出时可以选择返回其中最近插入、最远插入的，或是直接返回整个区间。  
  
　　1. 伸展树的基本操作与应用（参见国家集训队杨思雨前辈的论文或 *The Magical Splay* by sqybi）  
　　这里有几个需要注意的地方：  
　　(1) 自底向上的实现中可以很轻易的维护 size 等附加信息，操作实现也更像传统的 BST，只需在每次操作完成后额外执行一次 splay 操作，将对应的节点旋转到根即可。  
　　(2) 只用 zig 和 zag 的确可以实现伸展树的所有操作，但这时 splay 会丧失自调整平衡的特性。（基本退化成 BST）但是可以证明 zig+zag=zigzag，所以只需要 zig, zag, zigzig, zagzag 就可以实现一个实用的伸展树了。考虑对称性就是两种操作：zig 和 zigzig，称之为单旋和双旋。  
  
　　2. 自顶向下伸展树  
　　不再拘泥于传统 BST 的操作方式（逐层向下查找），**任何时刻正在访问或操作的节点都是整棵树的根**。显然查找过程和 splay 过程已经合而为一了。  
　　为了实现新的查找过程，我们维护两棵临时树，分别代表未来树根的左右子树，初始为空。这里左边的临时树又可以看成是一些没有右儿子的子树串成的链表，右边亦然。每次前进时比较两层关键字，前进方向一致（都是向左或都是向右）执行双旋，否则执行单旋。  
　　单旋操作（以向左走为例）：左儿子变成新的根，原来的根没有了左儿子，正好挂到右临时树下面。  
　　双旋操作（以向左走为例）：左孙子变成新的根，左儿子挂到右临时树下面，把它的右儿子送给根当左儿子，拿根来当它的右儿子。  
　　当查找完成的时候，把左儿子挂到左临时树下面，右儿子挂到右临时树下面，拿临时树做新的儿子。  
　　简约高效的插入、删除：先查找键值旋到根，然后……在根旁边插入元素……删除根……不用我说了吧，很简单（还不懂就看 code）  
　　优点：简单（不存父亲指针），速度快（常数小一半以上），优美（整个结构中本质只有一种操作：splay，别的操作只是衍生产品），非递归（栈溢？不怕不怕啦）。  
  
　　3. Code Trick  
　　(1) 注意到 size 域本质上是需要自底向上的，自顶向下的实现中难以维护。如果像自底向上一样，维护父亲域，然后额外维护，是可行的，但是太麻烦了。难道必须放弃了吗？不。既然临时树的本质是一个链表，查找过程中我们可以反过来存，即……左临时树里每个节点的右儿子域其实指向的是它的父亲。查找完成后，我们可以很容易的自底向上算size，顺便把这个链表反过来。:) 还有一个好处是每次临时树里挂子树时都变成在链表头插入节点了，比链表尾插入要好写多多（表尾不存了，空表都不用特判了）  
　　(2) 指向不存在的节点的指针可以设为 NULL ，但是统计 NULL 的 size 要出错，难道要特判？不，新建一个普通节点当 null，size=0，都指向它就可以了。  
　　(3) 既然左右是对称的，那两个儿子声明成 child[2]，旋转时传入一个方向 bool，就可以少写一半过程。  
　　(4) null 的儿子闲着也是闲着，既然两棵临时树还没地方存，就当临时树玩好了。这样一来好像链表反向也好写了……（为什么？我也不知道，自己看 code，如果你发现不这么玩能更好写就告诉我）  
　　(5) 稳定排序？在查找时不判断是否相等。也就是只要要查的只要不大于当前节点都向左转。比如序列“(1)4 (2)4 (3)4 (4)5 (5)5”中查找 5，这样可能会查到(3)，也可能查到(4)。原则是只要查到的数小于要查的数，就再查一次后继。查后继是均摊 [![O\left( 1 \right)](data:image/gif;base64,R0lGODlhIwASAIQAAP///////76+vl9fX1RUVM7Ozu7u7j8/P0lJSQcHB66urhcXFwsLCy0tLQAAAKCgoHh4eB0dHYWFhZKSkjU1Nd3d3WtrawMDAyUlJQEBARAQEAAAAAAAAAAAAAAAAAAAACH5BAEAAAAALAAAAAAjABIAAAXPICCOZFlWijlKKiAMMFG0RmO0AASVxoHcgEIiZaIQARVIpESZiQyLQYnAMAmWIgjioCkJGqPGwqRwCEqNHcnSLWnOD8eD7FCPMs4R24RAACIJKhIOEyQKGSZ7JRYLBg4UKggOFSQQbWuXI4dlFioJY5iJmSJlAg6dJRByi6MAioYOABcEPAl+JRNVrCYPgVQkUAcqBbG7ixgiBw0FBhIYhS1DIw8UDBkNkGGoSBAWZzgACLTgIgxA5Ceg4BBS6Crd4DXn7iUH3yoy9DjzJyMhADs=)](http://www.artofproblemsolving.com/Forum/code.php?hash=ae233bb28eccf8c3300870412e966e63bb9feff6&sid=9b4eb9a082a51fd46c11f492b2d0d2b4)的！而且这样做每步查找都节省一个判断，在保持稳定性的同时，速度也会更快。  
　　(6) 空树不好初始化？把树初始化成有一个节点[![+ \infty](data:image/gif;base64,R0lGODlhHQAMAOMAAP///wAAAERERCYmJhoaGgICAjQ0NOLi4hAQEAgICGpqalZWVoCAgK6urpSUlMbGxiH5BAEAAAAALAAAAAAdAAwAAAReEMgppr04z6G7B9wnWqF2ZKdWXgKBJMq0GIvAZOukNJITVAbHxMEbEI6EApJgkMSGAcLN8iRlqpJFQGiZWjFY0CDwoGJyEkZZEgQkeQDB+gsWCAxwgCKRIHAvTSMaEQA7)](http://www.artofproblemsolving.com/Forum/code.php?hash=bdef0543744e33d999c617d7221590908f16e2c4&sid=9b4eb9a082a51fd46c11f492b2d0d2b4)。好处是，每一个节点现在都有后继了，这样删除的时候也方便了。  
  
　　4. 复杂度  
　　完整的复杂度分析参见任何一本均摊分析的教科书（伸展树的分析和并查集的分析是两个均摊分析的经典之作），这里只给出一些结论。  
　　(1) 插入，删除，查找  
　　数据结构 时间复杂度  
　　BST 平均 [![O\left(\log n\right)](data:image/gif;base64,R0lGODlhPgASAIQAAP///////76+vl9fX1RUVM7Ozu7u7j8/P0lJSQcHB66urhcXFwsLCy0tLQAAAKCgoHh4eB0dHYWFhZKSkjU1Nd3d3WtrawMDAyUlJQEBARAQEAAAAAAAAAAAAAAAAAAAACH5BAEAAAAALAAAAAA+ABIAAAX+ICCOZFlWiqmurCmtwiATxWo0hkBQbe9DkJLhgDCIComUiaKUOHxQFqUmMiwGJQLDJIiMFM+omCRojBoLE1hQagRF4LFcpGE/HA+14z3KUAFxIxUWFkpHFhMGEhYlAhBGi38iCAgAEQkqThMkChmcYQASB0YDByIQGAYTCUMkBhYDDQgFFQlsIxYLBg48JggOFSQQGp9HF0YiDC8XeQDKJRIVAwzIGoxfGWDXJQlpJBbEX2EE4SINGADZdHxHABgEVQ6GgA4CDtsjEHgl4MUAFOX+ESMCQAArFcxESMBU7AI8VwkqlZiwRZyIaSQioDswQUYwLp5EYKhk6AEmLa6GFpgyUQAUPRG1bhm4kALDrRUDvABoWeBBMwAW0AE40KCAIgybViQR8SCCg6I7G0iYgOEFUAdYM0SQ9O9hrQkPzW2rAMHCzRUIwqooYEgCBWQVCJgh8bHKWWfIxlTwBuXATwBWxkDAMgdA2SgFkBpRgOFvjxt55xy420IAIcc+aBR2tVnviBAAOw==)](http://www.artofproblemsolving.com/Forum/code.php?hash=7bb9500ad834ba2fb2e3529278a9c579da771bb1&sid=9b4eb9a082a51fd46c11f492b2d0d2b4)  
　　Treap 期望 [![O\left(\log n\right)](data:image/gif;base64,R0lGODlhPgASAIQAAP///////76+vl9fX1RUVM7Ozu7u7j8/P0lJSQcHB66urhcXFwsLCy0tLQAAAKCgoHh4eB0dHYWFhZKSkjU1Nd3d3WtrawMDAyUlJQEBARAQEAAAAAAAAAAAAAAAAAAAACH5BAEAAAAALAAAAAA+ABIAAAX+ICCOZFlWiqmurCmtwiATxWo0hkBQbe9DkJLhgDCIComUiaKUOHxQFqUmMiwGJQLDJIiMFM+omCRojBoLE1hQagRF4LFcpGE/HA+14z3KUAFxIxUWFkpHFhMGEhYlAhBGi38iCAgAEQkqThMkChmcYQASB0YDByIQGAYTCUMkBhYDDQgFFQlsIxYLBg48JggOFSQQGp9HF0YiDC8XeQDKJRIVAwzIGoxfGWDXJQlpJBbEX2EE4SINGADZdHxHABgEVQ6GgA4CDtsjEHgl4MUAFOX+ESMCQAArFcxESMBU7AI8VwkqlZiwRZyIaSQioDswQUYwLp5EYKhk6AEmLa6GFpgyUQAUPRG1bhm4kALDrRUDvABoWeBBMwAW0AE40KCAIgybViQR8SCCg6I7G0iYgOEFUAdYM0SQ9O9hrQkPzW2rAMHCzRUIwqooYEgCBWQVCJgh8bHKWWfIxlTwBuXATwBWxkDAMgdA2SgFkBpRgOFvjxt55xy420IAIcc+aBR2tVnviBAAOw==)](http://www.artofproblemsolving.com/Forum/code.php?hash=7bb9500ad834ba2fb2e3529278a9c579da771bb1&sid=9b4eb9a082a51fd46c11f492b2d0d2b4)  
　　Splay 均摊 [![O\left(\log n\right)](data:image/gif;base64,R0lGODlhPgASAIQAAP///////76+vl9fX1RUVM7Ozu7u7j8/P0lJSQcHB66urhcXFwsLCy0tLQAAAKCgoHh4eB0dHYWFhZKSkjU1Nd3d3WtrawMDAyUlJQEBARAQEAAAAAAAAAAAAAAAAAAAACH5BAEAAAAALAAAAAA+ABIAAAX+ICCOZFlWiqmurCmtwiATxWo0hkBQbe9DkJLhgDCIComUiaKUOHxQFqUmMiwGJQLDJIiMFM+omCRojBoLE1hQagRF4LFcpGE/HA+14z3KUAFxIxUWFkpHFhMGEhYlAhBGi38iCAgAEQkqThMkChmcYQASB0YDByIQGAYTCUMkBhYDDQgFFQlsIxYLBg48JggOFSQQGp9HF0YiDC8XeQDKJRIVAwzIGoxfGWDXJQlpJBbEX2EE4SINGADZdHxHABgEVQ6GgA4CDtsjEHgl4MUAFOX+ESMCQAArFcxESMBU7AI8VwkqlZiwRZyIaSQioDswQUYwLp5EYKhk6AEmLa6GFpgyUQAUPRG1bhm4kALDrRUDvABoWeBBMwAW0AE40KCAIgybViQR8SCCg6I7G0iYgOEFUAdYM0SQ9O9hrQkPzW2rAMHCzRUIwqooYEgCBWQVCJgh8bHKWWfIxlTwBuXATwBWxkDAMgdA2SgFkBpRgOFvjxt55xy420IAIcc+aBR2tVnviBAAOw==)](http://www.artofproblemsolving.com/Forum/code.php?hash=7bb9500ad834ba2fb2e3529278a9c579da771bb1&sid=9b4eb9a082a51fd46c11f492b2d0d2b4)  
　　AVL 严格 [![O\left(\log n\right)](data:image/gif;base64,R0lGODlhPgASAIQAAP///////76+vl9fX1RUVM7Ozu7u7j8/P0lJSQcHB66urhcXFwsLCy0tLQAAAKCgoHh4eB0dHYWFhZKSkjU1Nd3d3WtrawMDAyUlJQEBARAQEAAAAAAAAAAAAAAAAAAAACH5BAEAAAAALAAAAAA+ABIAAAX+ICCOZFlWiqmurCmtwiATxWo0hkBQbe9DkJLhgDCIComUiaKUOHxQFqUmMiwGJQLDJIiMFM+omCRojBoLE1hQagRF4LFcpGE/HA+14z3KUAFxIxUWFkpHFhMGEhYlAhBGi38iCAgAEQkqThMkChmcYQASB0YDByIQGAYTCUMkBhYDDQgFFQlsIxYLBg48JggOFSQQGp9HF0YiDC8XeQDKJRIVAwzIGoxfGWDXJQlpJBbEX2EE4SINGADZdHxHABgEVQ6GgA4CDtsjEHgl4MUAFOX+ESMCQAArFcxESMBU7AI8VwkqlZiwRZyIaSQioDswQUYwLp5EYKhk6AEmLa6GFpgyUQAUPRG1bhm4kALDrRUDvABoWeBBMwAW0AE40KCAIgybViQR8SCCg6I7G0iYgOEFUAdYM0SQ9O9hrQkPzW2rAMHCzRUIwqooYEgCBWQVCJgh8bHKWWfIxlTwBuXATwBWxkDAMgdA2SgFkBpRgOFvjxt55xy420IAIcc+aBR2tVnviBAAOw==)](http://www.artofproblemsolving.com/Forum/code.php?hash=7bb9500ad834ba2fb2e3529278a9c579da771bb1&sid=9b4eb9a082a51fd46c11f492b2d0d2b4)  
　　(2) 在伸展树中，连续访问一段长度为 [![m](data:image/gif;base64,R0lGODlhDwAHAOMAAP///wAAAFZWVjQ0NICAgJSUlGpqaiYmJuLi4sbGxgICAggICK6urkRERBoaGgAAACH5BAEAAAAALAAAAAAPAAcAAAQ7EIhBCjEHGUIBKImhJN4yeMyCAkPjAQEJGM4LKIxXqJ5jvInAq3ECIAKI3KxWIngwEs/g51G8GAcDKQIAOw==)](http://www.artofproblemsolving.com/Forum/code.php?hash=6b0d31c0d563223024da45691584643ac78c96e8&sid=9b4eb9a082a51fd46c11f492b2d0d2b4)的区间的均摊代价是 [![O\left(m + \log n\right)](data:image/gif;base64,R0lGODlhYAASAIQAAP///////76+vl9fX1RUVM7Ozu7u7j8/P0lJSQcHB66urhcXFwsLCy0tLQAAAKCgoHh4eB0dHYWFhZKSkjU1Nd3d3WtrawMDAyUlJQEBARAQEAAAAAAAAAAAAAAAAAAAACH5BAEAAAAALAAAAABgABIAAAX+ICCOZFlWiqmubOu+qrQKQ00Uq9EYcD8TFJ8QAIGUDAcED1BIpEyU53AqcUx9FJzIsBiUCAyTIHJdeVkKa/klaIwaC1NaUGoY16UgWo1vaegPDg9yDncjGVoAAhA8ExY4FRYSSy16K2kkkRZSTBYTBhIWJIs8oYkiCAgAEQkxDhMkChkjBhYDFAQCBgyOtWQuliqYIhIHPAMHIhAYBhMJSLS2DQgFFQl0IxYLBg7BIwgOFSQQGiMSFQPPIhqqAMOVLcMFF5QMMheDAPYk5wMMSxpEjZCVRmCJBHFIWCgnAgcGAlscaBnAsISFixcXYLxYYhiBigAaYACQ4YkGQ0z+ADyMyGmOA4MjIAiyCBIAPhHORkSAKEeBTwUYfvrsqIYCSKMAkihSV+ImAAmtYlm5wJNWgnYkJoQZIWAWKjcAKkhUQEmFN6Ii/JGIMPLAhBriSnQdgUGVlAetwJDgksxEAT4ABvwCsOAOAjJnWJyVKsIaNgMXUmDApkJwQ4kP8gGwMDJpgwKgMMBa4WQErhESlUWwoHnFYhEPIjj4zKSBhAkYZGx2wDtDhFOnwyaYUDWkwQoQLFBegaBq3IYkqr14zaKAFAkUllQgALbx3uX6yvaokLCPCE5TDrTm4gNC4iHJzcsvIJoH0NYtdIgXcgC8/DICXISfCzf0sd9/CLoD8FwIADs=)](http://www.artofproblemsolving.com/Forum/code.php?hash=c94d336ac622155a56717046a0786602f620149c&sid=9b4eb9a082a51fd46c11f492b2d0d2b4)而不仅仅是 [![O\left(m\log n\right)](data:image/gif;base64,R0lGODlhTwASAIQAAP///////76+vl9fX1RUVM7Ozu7u7j8/P0lJSQcHB66urhcXFwsLCy0tLQAAAKCgoHh4eB0dHYWFhZKSkjU1Nd3d3WtrawMDAyUlJQEBARAQEAAAAAAAAAAAAAAAAAAAACH5BAEAAAAALAAAAABPABIAAAX+ICCOZFlWiqmubOuK0ioMNFGsRmO8pkBQvGAJAikZDogdoJBImShO4UjikFopN5FhMSgRGL2IlaSojoOCxqixMJUFpUbxDCjTgxr4w/FwO+YjGVkAAhA7ExY3FRYSSmRmIosWUUsWEwYSFiSFO5mDIggIABEJKlQTZBkjBhYDFAQCBgyIrGIldjAHOwMHIhAYBhMJR6utDQgFFQlwIxYLBg5AJggOFSQQGlMVA8MiGqJ1kCO4BReODDEXfQDoJBLbDEoamuMZZfQlCW0kFtkiNxgIaHGQZYC/RyIIHATQAAMAe94ALQEQcCClNw7wjYDAp0S/EupECBsRQeAtMxTOFqYEgIRQN5DrJJRCeMHkqgTgSEwAM0KAKlBqAFQgqMBROBEDeIqI4PDABBrWSvgcgUFUlAelvpDY0stEAXEDbAFYMAeBmC4IhS7TciEFBmYqwv4j+GAdAAsOWTYogAkDqhVNRrwaQdBXBAt2ATyI4GDvkgYSJmCIcdeB5QwRPg1WO8EmQ3wVIFiAuwKBzaj/SCTjUSCKBApKKhAIGmkraXZGg1TYd6fFgcRbhEBAO0Z07xYF/O5QgCFxixy5pRy4fVyqBcRSbByPXv046hAAOw==)](http://www.artofproblemsolving.com/Forum/code.php?hash=e9d34f16e68b83d6da6baf0d5fc4055beb36b328&sid=9b4eb9a082a51fd46c11f492b2d0d2b4)。这个结论蕴含前驱，后继的查找都是均摊 [![O(1)](data:image/gif;base64,R0lGODlhIAASAIQAAP///////76+vl9fX1RUVM7Ozu7u7j8/P0lJSQcHB66urhcXFwsLCy0tLQAAAKCgoHh4eB0dHYWFhZKSkjU1Nd3d3WtrawMDAyUlJQEBARAQEAAAAAAAAAAAAAAAAAAAACH5BAEAAAAALAAAAAAgABIAAAXMICCOZClWijlKKiAMMFGURmO0AATRB3IDhURqRBkCKpBIiTITGRaDEoExEihFEMRBUxI0Ro2FSeEQiBo7koVb0pgfjsfYkc40R2sTAgGIJFQSDhMAChkmeSUWCwYOFCoIDhU5bGqUI4VkFioJYgCIlXMCDpolEHEin3iWImQAFwQ0CXwiE1SJqwAPf1MkTwckBQ6HuBYYIgcNBQYSGIMlQiMPFAwZDY5gpEcQFmaPsDgjDD/gIxWd4BBR5KXZKjXj6yMH3Soy8e44kiIhADs=)](http://www.artofproblemsolving.com/Forum/code.php?hash=6c69dc5bbeb314ef78589c0047ce04c8e5006432&sid=9b4eb9a082a51fd46c11f492b2d0d2b4)。  
　　(3) 如果存在非随机访问（有规律的，比如按顺序插入），伸展树的形态可能相当不平衡（极端情况下，一条链）。但是一旦沿着这条链花费 [![O\left( n\right)](data:image/gif;base64,R0lGODlhJQASAIQAAP///////76+vl9fX1RUVM7Ozu7u7j8/P0lJSQcHB66urhcXFwsLCy0tLQAAAKCgoHh4eB0dHYWFhZKSkjU1Nd3d3WtrawMDAyUlJQEBARAQEAAAAAAAAAAAAAAAAAAAACH5BAEAAAAALAAAAAAlABIAAAX2ICCOZFlWillKKiAMMFG0RmO0IwSVxoHcgEIiZaIQcSLKTGRYDEoEhkkQQZIEjVFjYVI4BKXGzjrSgB+OR9cxHmWWLshNYoGLEAhAJKGSOCYkChkjBhYDDQgFFQlgIxYLBg4UKggOFSQQGiMSFQMMQBoWgRleoiYJXCQWmiIzGARMDkcAXgIOpphpJaslF2oAEnyBDgAXsCQGCXklE1IjAoMiGHlHD3xRyAsHKgXEIwNVQQ4FD78AFhgiBw0FBhIYgC1DIxTHixPHIg24FRAWjTgQ5LtECKCIT2RMVEhFBsKThCb8kakBBGKJAwZVyLBIwwpBACEAADs=)](http://www.artofproblemsolving.com/Forum/code.php?hash=284ba20453fc623a2de1fb045230d5b2a40b81e4&sid=9b4eb9a082a51fd46c11f492b2d0d2b4)时间走过一次，树的结构又会变得平衡许多。而这次 [![O\left( n\right)](data:image/gif;base64,R0lGODlhJQASAIQAAP///////76+vl9fX1RUVM7Ozu7u7j8/P0lJSQcHB66urhcXFwsLCy0tLQAAAKCgoHh4eB0dHYWFhZKSkjU1Nd3d3WtrawMDAyUlJQEBARAQEAAAAAAAAAAAAAAAAAAAACH5BAEAAAAALAAAAAAlABIAAAX2ICCOZFlWillKKiAMMFG0RmO0IwSVxoHcgEIiZaIQcSLKTGRYDEoEhkkQQZIEjVFjYVI4BKXGzjrSgB+OR9cxHmWWLshNYoGLEAhAJKGSOCYkChkjBhYDDQgFFQlgIxYLBg4UKggOFSQQGiMSFQMMQBoWgRleoiYJXCQWmiIzGARMDkcAXgIOpphpJaslF2oAEnyBDgAXsCQGCXklE1IjAoMiGHlHD3xRyAsHKgXEIwNVQQ4FD78AFhgiBw0FBhIYgC1DIxTHixPHIg24FRAWjTgQ5LtECKCIT2RMVEhFBsKThCb8kakBBGKJAwZVyLBIwwpBACEAADs=)](http://www.artofproblemsolving.com/Forum/code.php?hash=284ba20453fc623a2de1fb045230d5b2a40b81e4&sid=9b4eb9a082a51fd46c11f492b2d0d2b4)的代价，可以通过前 [![n](data:image/gif;base64,R0lGODlhCgAHAOMAAP///wAAAFZWVjQ0NICAgJSUlGpqaiYmJsbGxgICAggICK6urkREROLi4hoaGgAAACH5BAEAAAAALAAAAAAKAAcAAAQoEIhBCjEHgIJMQpqyAOPAaEDQoMkIEAqKBKgjkIDhoCoHDIYagQCIAAA7)](http://www.artofproblemsolving.com/Forum/code.php?hash=d1854cae891ec7b29161ccaf79a24b00c274bdaa&sid=9b4eb9a082a51fd46c11f492b2d0d2b4)次不必旋转节省的开销来弥补。有趣的是，如果存在非随机访问，伸展树要比上面提到的所有平衡树都要快。例如，如果用 splay 维护一个双端队列（只在两端增删节点），上面的所有操作都是均摊 [![O\left(1\right)](data:image/gif;base64,R0lGODlhIwASAIQAAP///////76+vl9fX1RUVM7Ozu7u7j8/P0lJSQcHB66urhcXFwsLCy0tLQAAAKCgoHh4eB0dHYWFhZKSkjU1Nd3d3WtrawMDAyUlJQEBARAQEAAAAAAAAAAAAAAAAAAAACH5BAEAAAAALAAAAAAjABIAAAXPICCOZFlWijlKKiAMMFG0RmO0AASVxoHcgEIiZaIQARVIpESZiQyLQYnAMAmWIgjioCkJGqPGwqRwCEqNHcnSLWnOD8eD7FCPMs4R24RAACIJKhIOEyQKGSZ7JRYLBg4UKggOFSQQbWuXI4dlFioJY5iJmSJlAg6dJRByi6MAioYOABcEPAl+JRNVrCYPgVQkUAcqBbG7ixgiBw0FBhIYhS1DIw8UDBkNkGGoSBAWZzgACLTgIgxA5Ceg4BBS6Crd4DXn7iUH3yoy9DjzJyMhADs=)](http://www.artofproblemsolving.com/Forum/code.php?hash=6c66d235da64d190f346bfbba05038bf1c22bbb6&sid=9b4eb9a082a51fd46c11f492b2d0d2b4)的。  
　　(4) 由于均摊复杂度的局限性，伸展树在生活中的应用受到限制。想像下面的场景：  
　　-我已经等了整整五十九分钟了！你们的服务怎么这么慢！  
　　-我们的服务均摊复杂度是每人一分钟，也就是六十个人一个小时。一个小时之前，在你前面排队的五十九个人在一分钟之内全部得到了服务。  
　　-……  
　　但是这并不影响 OI 中的程序总耗时。:wink:  
  
　　5. 应用  
　　维护无关键字序列：  
　　NOI2003 文本编辑器 [![O\left(I + O + t\log I\right)](data:image/gif;base64,R0lGODlhgwASAIQAAP///////76+vl9fX1RUVM7Ozu7u7j8/P0lJSQcHB66urhcXFwsLCy0tLQAAAKCgoHh4eB0dHYWFhZKSkjU1Nd3d3WtrawMDAyUlJQEBARAQEAAAAAAAAAAAAAAAAAAAACH5BAEAAAAALAAAAACDABIAAAX+ICCOZFlWiqmubOu+cCxLqzDcRLEajTFOlqClImvZcLpiTECgKFdAYQUCKRkOCB+gkEiZKF5RAeIgKLTP0TUr7qZNEzRA4niXxuUzgJIEGBYDJQQMJgIRJnRELoEtf4wjg4swGX0ACnV2JIkjAg0jDQsmlwIlDVUlB4QvTi2gog6kLKwtDwkll5kkqSUapA8OD6+nI5QmDAcwsyq/wbcOwyrKJgUKBxEKipaYIhVBYVsWcRIWK8clCAgAEbaIDhMkChkmFQ40qy3rKnTvsrQWCQ0sxNI2QsIBHwOQAYCAwcCEBFdU0LM3wsICAw6kiUDgINtCDe089tuRUQVHkSX+NJrIMFAEri0X0DCgcaHZzBWb4GW4RM5EglAkLIBEpUqFkCALjvZ06WApiZ8mlCY9aqLWKxEEhopogAHAThEaoOkqOmJUUxNkmlXUOsLcCgVw4WKIC5eEgLMl0oqiO5euCQKenImgwJYwACwABEAspxBenQsErCRIV2ICWQATY6gcAVky5RabR0SoIqDPywFkI3Q9MOEGSm71qtqKpGZBYxIFtonIeY8FbRF/bo9k8fUzQcwJYhm4kAJDS30do3Y93KCAAQkY+KlwA+ABhQQZKYJ2caD69eyaXWCwMKDPgwgOqm9pIGECBnsWHOjPEKGSd/AUiAdAQCNMIZALCERX9kZoBUJwoAwMuiTHCtQURIEWFQAmAwMTwlABUGl8k8stI6pwgFp+gOgCBI8o4WCJMMaoQgHZ+aAABiiywEOHMhzwnIxAjihAEDm2kEMuPAap5JInjBACADs=)](http://www.artofproblemsolving.com/Forum/code.php?hash=c1660adf4c7d8d9091a19497d85824958cc3b19a&sid=9b4eb9a082a51fd46c11f492b2d0d2b4)[![I](data:image/gif;base64,R0lGODlhCQALAOMAAP///wAAAICAgDQ0NBoaGlZWVuLi4pSUlMbGxkRERAgICBAQEK6urgAAAAAAAAAAACH5BAEAAAAALAAAAAAJAAsAAAQlEEgxAilGyhOQ1onyacswSoFwctkYnoBijkZ6CkErIYUSFAxNBAA7)](http://www.artofproblemsolving.com/Forum/code.php?hash=ca73ab65568cd125c2d27a22bbd9e863c10b675d&sid=9b4eb9a082a51fd46c11f492b2d0d2b4)为输入时间，[![O](data:image/gif;base64,R0lGODlhDQALAOMAAP///wAAAGpqalZWVjQ0NICAgK6urhAQEJSUlAICAsbGxuLi4iYmJkRERAgICBoaGiH5BAEAAAAALAAAAAANAAsAAARDEEgphhCkTGmO2YcwIYmyAUUgLYl4GsFHJKeEBAgQMDXQBAtFYNBzPABC10YQMAESjZMioZEUEotJJ7dBMCyDQXYSAQA7)](http://www.artofproblemsolving.com/Forum/code.php?hash=08a914cde05039694ef0194d9ee79ff9a79dde33&sid=9b4eb9a082a51fd46c11f492b2d0d2b4) 为输出时间  
　　NOI2005 维护数列 [![O\left(P + M\logQ)](data:image/gif;base64,R0lGODlhTwASAIQAAP///////76+vl9fX1RUVM7Ozu7u7j8/P0lJSQcHB66urhcXFwsLCy0tLQAAAKCgoHh4eB0dHYWFhZKSkjU1Nd3d3WtrawMDAyUlJQEBARAQEAAAAAAAAAAAAAAAAAAAACH5BAEAAAAALAAAAABPABIAAAX+ICCOZFlWiqmubOuK0ioMNFGsRmOMj+X/j5cQoPBNVBKfAACBlAwHxA5QSKRMlKuoIHEMFIpHYzEdrgqPhMaUbigqIspNZFgMSgSGSRAxdeF0DgQtd0ITCBdPFg5HIwINI2MmCg5LJA1OJQd6IxUOCC0UQwSUZQASEw6mABpLDw5BJZSZIxlzJAwHJBYZliuiQoMOWmAICyYIoBEJSIwkChkmnjEiAgm0v0IGg9cjMQugJRZkDsAlCA6AIhBrJV0EPgQI6izmLRNBC4NMBgbOshkoWVCR4NiudiQOMHvxw8eChgNV7KMgSkCQVKuIVHIQkQQEWOIQjmAA6QWYkxiVToJZsW/AMWrGVFACcGHfCAMJwpGYwKmTA2xD7OHYJyGBBEDgVKQBkIdEHV0mCjhw5+CWGaFIYlGK5a+ROAwiDjQoYEACBq8mrFSjkKAcWiFYSRRokEGDEwN9AFCI4AADUAANOlaAYMHXCgQ2zaiIq3gFg4wvKhhsPInyCwiFKBO2zNlMDshDDhjuTNqEjdKgS5NWFwIAOw==)](http://www.artofproblemsolving.com/Forum/code.php?hash=b8377d0e39d6200252068f56f29e532fb656c28e&sid=9b4eb9a082a51fd46c11f492b2d0d2b4)[![P](data:image/gif;base64,R0lGODlhDQALAOMAAP///wAAAJSUlDQ0NBoaGkRERGpqaq6uruLi4sbGxggICFZWVhAQEICAgAAAAAAAACH5BAEAAAAALAAAAAANAAsAAAQ3EEgxAillECP7CUiXBEIHFIqJBIvJDKYRJCbpKY0psIaxLCETykSUvIrEQA45ATETC0agcEBGAAA7)](http://www.artofproblemsolving.com/Forum/code.php?hash=511993d3c99719e38a6779073019dacd7178ddb9&sid=9b4eb9a082a51fd46c11f492b2d0d2b4)为初始和插入总数，[![Q](data:image/gif;base64,R0lGODlhDQAOAOMAAP///wAAAGpqalZWVjQ0NICAgK6urhAQEJSUlAICAsbGxuLi4ggICBoaGiYmJgAAACH5BAEAAAAALAAAAAANAA4AAARPEEgphhCkTGmO2YcwIYmyAUUgLYl4GsFHJKeEBAgQEDUwBAtFQFNjNADC3OlmArSQhRyLiGIARNGDckRwYAgLZA81ACzKvUKCwAj3WIltBAA7)](http://www.artofproblemsolving.com/Forum/code.php?hash=c3156e00d3c2588c639e0d3cf6821258b05761c7&sid=9b4eb9a082a51fd46c11f492b2d0d2b4) 为最大长度  
　　维护稳定有序序列：  
　　NOI2006 生日快乐 [![O\left(N \log N)](data:image/gif;base64,R0lGODlhVQASAIQAAP///////76+vl9fX1RUVM7Ozu7u7j8/P0lJSQcHB66urhcXFwsLCy0tLQAAAKCgoHh4eB0dHYWFhZKSkjU1Nd3d3WtrawMDAyUlJQEBARAQEAAAAAAAAAAAAAAAAAAAACH5BAEAAAAALAAAAABVABIAAAX+ICCOZFlWiqmubOuu0ioMNFGsRmOMj2WloorP8hgJCJTXq/cbCX1FAARSMhwQO0AhASxRutrJhTEyPBKQ20jiULoKYrLIjFYDKHbDYlAiyEkCESYSbBMkBCYKbW4thA6GI4iADSMNC4kOAiUNVCV8C4IiAjEliowtn6EAoyYamg8OUSSKnSMZdpFSDmoDFZgkT2AFFhMGEhYqiBC7Ir0mCAgAEQkqhbMZJhVUBhcHItG/IhIHOwPeUhgGEwlW2dvd3yoWCwYOSc8OviMQGoNqCBd2SCq1qEDAEQxiXIiSsNq/gwOvKUJmIsElEhb6eXLiwAKrcAQ0imiAAUAGIBrbapHgE6TjR4ICOppYJktERhMRGzBwFo6CyDv9rqxil4yETp4EAVyICMBAAnAkJvwJohJWSRWmAAyYGqHkgQk09J2o6uCqiTMA/JDQc65EgUX7wABg0DYpgAoJNDW9kAKD3hUQ5NJdYeHqgQYFjGGApIKLCAUYMixgDMACqRIPIjhArKWBhAkYSFlwQDpDBDuQJVO2vKIBxbsQPLpAwPSUigJdJFDIUoEAJdskGGQ5VeEicCUHauo5LgICS+Cxmb8osHgH5JqncgwHfuCvdBYCoHy38b1p+fMvxIYAADs=)](http://www.artofproblemsolving.com/Forum/code.php?hash=92815e1a3083331f12c187ebd0e882ed4d7ee781&sid=9b4eb9a082a51fd46c11f492b2d0d2b4)  
　　还有更难的……动态树。  
  
　　6. code  
　　程序代码

**Code:**

#include <cstdio>   
using namespace std;   
const int maxint=~0U>>1;   
  
struct node   
{   
   int key,size;   
   node \*c[2];   
   node():key(0),size(0){c[0]=c[1]=this;}   
   node(int key\_,node\* c0\_,node\* c1\_):key(key\_){c[0]=c0\_;c[1]=c1\_;}   
   node\* rz(){return size=c[0]->size+c[1]->size+1,this;}   
} Tnull,\*null=&Tnull;   
  
struct splay   
{   
   node \*root;   
   splay()   
   {   
      root=(new node(\*null))->rz();   
      root->key=maxint;   
   }   
   void zig(bool d)   
   {   
      node \*t=root->c[d];   
      root->c[d]=null->c[d];   
      null->c[d]=root;   
      root=t;   
   }   
   void zigzig(bool d)   
   {   
      node \*t=root->c[d]->c[d];   
      root->c[d]->c[d]=null->c[d];   
      null->c[d]=root->c[d];   
      root->c[d]=null->c[d]->c[!d];   
      null->c[d]->c[!d]=root->rz();   
      root=t;   
   }   
   void finish(bool d)   
   {   
      node \*t=null->c[d],\*p=root->c[!d];   
      while(t!=null)   
      {   
         t=null->c[d]->c[d];   
         null->c[d]->c[d]=p;   
         p=null->c[d]->rz();   
         null->c[d]=t;   
      }   
      root->c[!d]=p;   
   }   
   void select(int k)   
   {   
      int t;   
      for(;;)   
      {   
         bool d=k>(t=root->c[0]->size);   
         if(k==t||root->c[d]==null)break;   
         if(d)k-=t+1;   
         bool dd=k>(t=root->c[d]->c[0]->size);   
         if(k==t||root->c[d]->c[dd]==null){zig(d);break;}   
         if(dd)k-=t+1;   
         d!=dd?zig(d),zig(dd):zigzig(d);   
      }   
      finish(0),finish(1);   
      root->rz();   
   }   
   void search(int x)   
   {   
      for(;;)   
      {   
         bool d=x>root->key;   
         if(root->c[d]==null)break;   
         bool dd=x>root->c[d]->key;   
         if(root->c[d]->c[dd]==null){zig(d);break;}   
         d!=dd?zig(d),zig(dd):zigzig(d);   
      }   
      finish(0),finish(1);   
      root->rz();   
      if(x>root->key)select(root->c[0]->size+1);   
   }   
   void ins(int x)   
   {   
      search(x);   
      node \*oldroot=root;   
      root=new node(x,oldroot->c[0],oldroot);   
      oldroot->c[0]=null;   
      oldroot->rz();   
      root->rz();  
   }   
   void del(int x)   
   {   
      search(x);   
      node \*oldroot=root;   
      root=root->c[1];   
      select(0);   
      root->c[0]=oldroot->c[0];   
      root->rz();   
      delete oldroot;   
   }   
   int sel(int k){return select(k-1),root->key;}   
   int ran(int x){return search(x),root->c[0]->size+1;}   
} sp;   
  
int main()   
{   
   for(;;)   
   {   
      char cmd;   
      int num;   
      scanf(" %c%d",&cmd,&num);   
      switch(cmd)   
      {   
         case'i':sp.ins(num);break;   
         case'd':sp.del(num);break;   
         case's':printf("%d\n",sp.sel(num));break;   
         case'r':printf("%d\n",sp.ran(num));break;   
      }   
   }   
}

　　原来的程序里 ins() 会算错 root 的 size，所幸 root 的 size 并不参与实际操作:oops:，现已改正。

　　非常好玩的程序，zig, zigzig, finish 三个过程中的语句都是循环顶针……跑得也挺快，至少比 treap 要快。 ![:P](data:image/gif;base64,R0lGODlhFAAUAOZ8APHPGvrdH/7lIv7kIfzhIPnbH2VQHd3d2KKYfO/y9P8CAOnCFuTl4+vGF/LRG5KFY+7x8nhnPOK3EvDOGv9tZ//lIvbXHf3iIeW8FNjY0Z52CtWhC6GWevXWHXVjNtTSyWJNGeS6FOa8FF9JFNHPxeW7FHdmOu/MGaOZftLQx72MCdi3F9DOxK19B2hLCOvFF+fEGOzJGc6dC2xOB86ZCdinDZp+EHJfMdWiDGlNCGxTCtmsEG1QCJtwB2lVIOK3E29UCXhmO6SDD9fWz6iGD+/RHNuuENCbCraPDtSfC6WbgZ+VeJOGZdmnDWdTHqaCDWZQHIlkB9XUzMCSC2lUIGpQCenHGeS8Fua/FtOwFcKkFbuKCW9WCppvB82qFKJ8C6eehHtqQNKyFnNhM92vENjX0LCTEptxB9+yEc2aC9TTyqeKEY9tCrSNDnppP96wEKGXe/PUHd6xEO7MGu/y85JyDL6QC96vEK2PEvjbHkM0EP/mIvX5/QAAAAAAAAAAACH5BAEAAHwALAAAAAAUABQAAAf/gHyCg4SFhoQJUmBhICBuSmoJh4IMCDprYnMxXkJVCAyHGR42RXkBAXkdE1d1HhmFBz5aeQQDAgIDBHkOC21UB4N0TGYFF3rHe8d6BQAiXw8QgilccQR6e9jZFXoWDUY8JIJweHkD2ed7A3knEhocghErAQLo2QIBACFTEYIGVvP1sN3LJ8NAPxh5kNUbcOxHGoN8ImSxQGCbsovd5KgIIogDEQDFKiSjQHJZsyZnlggiAQSLA1oMFcjUw+vOkRksBEF48GTBhA6m9CjQM2EBmg09oA064AQJhhcnAADQ0wADmQ0toAAjVGYMmx0SSpSQ8KYGjSg3hhyqlEODHRxJF7Z0cfFpEp8EH1CYGDHCBIoPkuwKLhQIADs=)  
  
　　p.s. 退役之后在电脑边的时间锐减，也许一段时间之内不会有这么长的东西发了。